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Abstract

This chapter describes recent and ongoing research to automatically personalize a learning experience through adaptive educational hypermedia. The Web has made it possible to give a very large audience access to the same learning material. Rather than offering several versions of learning material about a certain subject, for different types of learners, adaptive educational hypermedia offers personalized learning material without the need to know a detailed classification of users before starting the learning process. We describe different approaches to making a learning experience personalized, all using adaptive hypermedia technology. We include research on authoring for adaptive learning material (the AIMS and MOT projects) and research on modeling adaptive educational applications (the LAOS project). We also cover some of our ongoing work on the AHA! system, which has been used mostly for educational hypermedia but has the potential to be used in very different application areas as well.

1 Introduction

Education has been and still is changing dramatically. Until recently education was a well-structured process. Young people went to school (primary school, high school, college or university), following courses taught in classrooms by a physically present teacher. This was a continuous process (interrupted only by vacation) that ended with the highest degree the learner would ever obtain. An evolution that we have seen in this process is a shift from purely oral communication, through note taking by the learner and later note preparation by the teacher, to the publication of textbooks that (when they are very good) are beginning to make the physical presence of teachers and learners in a classroom superfluous. Several additional changes are occurring simultane-
ously, characterized by the three a’s anyplace, anytime, anyhow\footnote{The three a’s are mentioned very often in presentations, but we have been unable to find out who first came up with them, hence the missing reference.}. Learners no longer want to go through one multi-year course program leading to a “final” degree in the shortest possible time. They want to combine study and work, and as a result are not available for a teaching/learning session in a classroom at scheduled times. The education process must allow learners to study at times when their work allows that. The process must not require the students to physically travel to an institute in order to be able to learn. The process must also accommodate different ways of learning, provided these ways lead to the same knowledge and skills.

Internet provides a technological basis for making the “new education” possible, because it is available anyplace and anytime. However, Internet does not automatically make the teacher available anyplace and anytime. We need a means to make the teaching/learning process independent of the physical availability of the teacher. For very interactive teaching processes many researchers have tried to use computer technology to create teaching systems that try to simulate the intelligence of the teacher. (See, e.g, the many publications in the field of Intelligent Tutoring Systems, or ITS.) A common problem with this approach is that many ITS fail to give the impression of being intelligent. Nonetheless there have been a number of successful ITS like ELM-ART\hspace{1em}\cite{29} and SQL-Tutor\hspace{1em}\cite{25,26}. A different approach is to rely on the intelligence of the learner to select the information and assignments needed to master the subject of a course. This approach puts the emphasis on making information available to the learner. A first step in this direction was the creation of good textbooks. A second step was the transformation of such textbooks into hypermedia form (and putting them on the Web). This step gave learners the freedom to select information and to choose their own reading order. A third step is to make the hypermedia textbook “dynamic” in the sense that it changes itself (possibly in an invisible way) to accommodate the reading order chosen by the learner. The result of this step is what we call \textit{adaptive educational hypermedia}, the subject of this chapter.

Adaptive educational hypermedia provides adaptation regarding the three c’s \textit{connectivity, content} and \textit{culture}\footnote{Again, we don’t know the origin of the three c’s.}. Connectivity is what distinguishes hypermedia from (text)books: information items are linked together in many ways, offering learners many possible ways to navigate through the information. Adaptation means that the system can offer guidance by making distinctions between links, based on how “appropriate” or “relevant” links are for a given learner. Content adaptation enables the system to offer additional notes to learners who appear to need them (thus compensating for information the learner missed in his/her navigation path), or to omit information the learner appears not to need (because it was acquired elsewhere). Culture represents that learners have different preferences regarding how they are able to learn.
A single adaptive educational hypermedia application must accommodate different learning styles. Adaptation in the three c’s realizes the most important of the three a’s: *anyhow*.

In the next section we give a sketch of the architecture of adaptive Web-based educational hypermedia. We specifically focus on what a system needs in order to be able to provide adaptation. We refer to some well-known adaptive educational hypermedia systems (some also predating the Web) to illustrate the use of the concepts covered by the architecture. After that we look at some current developments and research ideas that may shape future Web-based educational systems.

## 2 Adaptive Educational Hypermedia Architecture and Systems

In this section we describe the main architectural elements of adaptive educational hypermedia applications. We do not intend to give a complete reference architecture like AHAM [9, 31] or the Munich Model [23, 24]. We concentrate on the user model, a system representation of how the learner relates to the conceptual structure of the application, the way in which the system updates this user model, and the way in which the state of the user model affects how the system adapts to the learner.

### 2.1 Web-based Adaptive Systems

Adaptive educational systems predate the Web. The advantages of Web-based systems (mostly the availability anywhere and anytime) may make us forget the problems of Web-based systems. A non-Web-based system can have a tight integration of the user-interface and the underlying functionality. Every action of the user can be recorded: every mouse movement, window size and placement, scrolling, etc. This is not possible on the Web. Web-based systems assume a client-server approach in which the client is fairly dumb. It presents information it receives from the server, and it sends user requests to the server. These consist of either a GET request for another page (as a result of clicking on a link anchor) or a POST request that results from filling out a form, perhaps consisting of answers to questions of an evaluation test, or perhaps specifying a search for certain terms. The “intelligence” resides completely on the server side. (This has the advantage that the same learner can interact with the educational application from any browser anywhere on the Internet.) When the server receives a request (which it can associate to a particular learner) it performs the following series of actions:

1. The system first retrieves the user model from permanent storage (file system or database). It may keep that user model in main memory in between requests, for performance reasons.
2. The system must have a representation of the conceptual structure of the application’s knowledge domain. This structure is normally retrieved from permanent storage (and then kept in memory) and thus not integrated into the system.

3. Part of the conceptual structure is a definition of how the user’s request and the current state of the user model must be used to calculate a new state of the user model. The user’s request reflects some change in the user’s knowledge state, and the system must make the user model reflect that change.

4. The user’s request results in a response that has to be sent back to the browser. This can be an information page or a dynamically generated page giving feedback on a submitted form (test or search). Again the conceptual structure contains a definition of how that presentation is influenced by the state of the user model. This adaptation process normally uses the new state of the user model. (We will explain later why.)

5. When the adapted response is sent to the browser the new (updated) user model is saved. Waiting to save the user model until after sending the response to the browser improves the system’s response time and enables the system to undo the user model changes (by not saving them) in case sending the response to the browser fails.

In the following subsections we discuss the different parts of an adaptive educational application. Although existing systems vary wildly, they do share some common parts.

2.2 User Model

An educational application is used to learn about certain subjects. The information domain of the application can be divided into such subjects, topics or concepts. In the sequel we shall always use the term concept. A user model is used to represent how the user relates to these concepts. In adaptive applications this notion of relates can mean many things, but in education applications it typically represents the learner’s knowledge about the concepts. A user model that models the learner’s knowledge about concepts through a knowledge value (or knowledge level) per concept is called an overlay model.

There are two ways of modeling knowledge of concepts: coarse grained and fine grained, and three ways to model knowledge values: binary, enumerated and (pseudo) continuous.

- With coarse grained modeling of knowledge we mean that the knowledge domain is modelled using only a few “broad” concepts. Learner actions (like accessing/reading pages and performing assignments or tests) result in changes to the knowledge value for some concept(s). In order to model the gradual increase of knowledge about a broad concept a value domain is needed with many different values. Real numbers between 0 and 1, or
integers between 0 and 100 (to mean a percentage) are examples of value domains that can be used.

- With *fine grained* modeling of knowledge we mean that small items like pages or perhaps even fragments of pages or single media objects (like images) are represented as concepts in the user model. When there are many small concepts the learner’s knowledge can be represented using simple values about these concepts. A binary value, like *known* or *not known*, can already be sufficient and was used in early versions of the AHA! system for instance [8]. The system becomes more expressive if a few more values are used, like *well known*, *known*, *partly known* and *not known* (used with slightly different terms in Interbook [12] for instance). It does not make much sense to describe the knowledge about small concepts much more in detail (like with a percentage) because the system has very little information to base such a detailed judgement on. (How would you decide whether a user who reads a page has 73 or 74% knowledge of that page for instance?)

Coarse and fine grained user modeling both have advantages. In a system that keeps track of the learner’s knowledge of a few broad topics (using a detailed scale of values), one can easily generate an overview of the knowledge that is easy to understand. Also, performing adaptation to the learner’s knowledge can be done using these few knowledge variables that have a clear meaning. As a result the adaptive behavior of the educational application is predictable and easy to understand and explain. On the other hand, modeling the learner’s knowledge in detail, using many small concepts, perhaps with only a crude representation of knowledge, enables a system to adapt to this detailed knowledge. If the learner does not know a particular term used on a page, the system can add a short explanation of that term, or it can replace the term by a non-technical equivalent. Ideally an adaptive educational system would combine the strong points of both knowledge representations. The system should represent detailed and global knowledge. This implies that (if the same value domain is used for all concepts) a rich value domain is used for small concepts as well as broad concepts, which is in some sense overkill.

In an educational application the user model also contains information about the learner, independent of the specific subject domain of the application. An example of such information is a *learning style*. Some simple aspects of how a learner likes concepts to be presented can be used by an adaptive system. Some learners like to see a few examples before the definition or description of a concept, whereas others prefer to see the definition first and some examples later. Some learners prefer to learn just a bit about a concept and discover the rest through assignments, whereas others prefer to study everything and only perform tests or assignments to verify their knowledge (and not to increase it).

Some educational applications also support additional information about the learner’s intensions and goals: the *task model*. Often the learner has to
perform tasks only within a specific sub-part of the application and not in the whole subject domain. The task model allows for splitting the subject domain into separate complementing subjects (or topics) and assigns the necessary corresponding tasks in order to achieve a specific learning goal. This way, rather than learning everything, the learner can navigate and focus on a specific subset of the subject domain according to his/her course task. That subset does not necessarily have to correspond to a chapter-structure of a textbook. Within educational systems with concept-oriented domain descriptions often the most natural way of describing a task would be by using the concepts of the user model. It is then also an overlay model, and it is typically a fine grained model. The relevance of the concepts for the task is used to determine which parts the learner should study for this task. The task model can also be used to improve a search facility or a graphical concept map, by adding additional terms to a search string or filtering out the non-relevant concepts from the map. Both techniques have been used in AIMS [1, 2] for instance.

2.3 Domain and Adaptation Model

Adaptive educational hypermedia applications deal with a subject domain. At an abstract level that domain can be described using (high or low level) concepts, the same concepts that are used in the user model (which explains the term overlay model). The application also consists of pages, which are often considered as (low level) concepts.

A commonly used modeling approach for the conceptual structure of an educational application is the use of a concept hierarchy. This follows the typical structure of a textbook, consisting of chapters, sections, subsections and paragraphs. The system can update the user model by considering the propagation of knowledge from pages to subsections to sections to chapters. By considering high and low level concepts it becomes easier to specify adaptation that depends on details as well as adaptation that depends on the knowledge of a whole chapter.

The concept hierarchy describes the structure of the application domain, but not the way in which the learner should or could navigate through that domain. Considering only the hierarchy the learner could start descending to the page level and start studying in the last as well as the first chapter. (In fact, there need not be a “first” vs. “last” chapter as the hierarchy can be unordered.) Furthermore the hypermedia aspect is realized through associative or cross-reference links throughout the application. These links connect pages in completely (structurally) different parts of the application, based on the meaning of the pages. Following arbitrary links may lead to orientation and comprehension problems:

- Following arbitrary links through any hypermedia structure always causes a risk of not knowing where you are. This problem is independent of
whether the application is of an educational nature or not. Solutions usually involve displaying part of the structure surrounding the “current” page, possibly adapted to the user in some way. This is called “map adaptation” in Brusilovsky’s taxonomy [10, 11].

- The comprehension problem is typical for educational hypermedia: it is likely that a user will be able to follow a path that leads to pages using technical terms without passing by pages that explain these terms. This problem can be tackled in two ways: by blocking such paths or by adding the explanation when needed.

Adaptation in educational hypermedia is most often based on what are called prerequisite relationships between concepts or pages. “A is a prerequisite for B” means that the learner should “know” A before studying B. Defining prerequisite relationships between high-level concepts may be hard for a teacher. But prerequisite relationships that indicate that a page containing an explanation of a term should be read before going to a page that uses that term are easy to identify. The adaptation offered by the system relieves the author from the task of ensuring that all possible navigation paths obey the prerequisites. The system can enforce the use of valid navigation paths or compensate for the missing knowledge. The way in which the system adapts the presentation of information and links by using the prerequisites is defined in what the AHAM model [9] calls the Adaptation Model (AM).

- In Interbook [12] the prerequisite relationships are used to provide annotation to the links, in the form of colored balls. When the learner is ready to read a page that offers new (not previously studied) information a green ball is shown next to the links (actually link anchors) to that page. If the learner is not ready, meaning that some prerequisite knowledge is missing, the annotation becomes a red ball. Interbook offers more adaptive features that also use this color metaphor. A “teach me” button on a page (with unsatisfied prerequisites) generates a list of (links to) pages that need to be studied in order to acquire all the prerequisite knowledge for the current page. In this list the colored balls appear again, to indicate which pages to study first (the ones with green balls). There is always a reading order that only contains “recommended” pages, because the structure of prerequisite relationships must be acyclic. The entire adaptive behavior of Interbook is “hard-wired” into the system. Interbook thus has a fixed, built-in Adaptation Model.

- In AHA! [8] the standard behavior is that of link hiding. Links normally appear in blue (unvisited) or purple (visited). But when a link leads to a page for which the learner is missing some prerequisite knowledge the link anchor is displayed in black, and is not underlined. The anchor is therefore indistinguishable from plain text and effectively “hidden”. As we describe below AHA! does not really use prerequisite relationships but a powerful event-condition-action rule language that is capable of expressing many different types of concept relationships, including prerequisites of course.
• Brusilovsky’s (original) taxonomy [10] mentions three other types of adaptive navigation support: direct guidance, in which the learner is shown a “next” button or some similar indication of the “best” next page to read, adaptive sorting of links, meaning that a list of links is sorted from most relevant to least relevant, for this particular user, and map adaptation, which we explained earlier. All techniques for adaptive navigation support try to point out the recommended link(s) to the user.

• A completely different way to deal with prerequisites is to compensate for the missing knowledge, by adding a prerequisite explanation to a page for which the learner is not really ready. This technique is used in the AHA!-based hypermedia course at the Eindhoven University of Technology (see http://wwwis.win.tue.nl/2L690/). It is a special case of a more general technique of conditional inclusion of fragments, implemented in AHA! as well as in other system, like C-Book [21] for instance. In C-Book the technique is also used to offer additional or comparative explanations. Learners who are familiar with Pascal are given comparisons between C constructs they are learning and similar Pascal constructs they already know. These comparisons are useless to non-Pascal programmers and therefore only shown to Pascal programmers. In the stretchtext technique the recommended fragments are shown to the user, but the hidden fragments are accessible through (small iconc) links or buttons. Using this technique all information is available to everyone.

The techniques mentioned above are the most commonly used techniques, but there are many more possibilities. In the AHAM model [9] one can define arbitrary concept relationship types, and associate them with user model updates and adaptation. An example is the inhibitor type, which can be viewed as the opposite of a prerequisite. An on-line course may for instance contain several alternative descriptions of the same concept. Once the learner has studied the concept through one of these descriptions access to the alternative descriptions may be inhibited. Similarly, a page may contain some explanation that is automatically omitted when the learner already has some specific knowledge.

Figure 1 shows an authoring interface developed for the AHA! system. On the left it shows the concept hierarchy. This hierarchy is used to indicate how pages contribute knowledge to higher-level concepts. When (like in the example) there are two pages contributing knowledge to the concept “beer” each page contributes 50%. And since there are two concepts (“beer” and “chocolate”) contributing knowledge to the concept “belgium” each contributes half again. As a result reading a page contributes 25% knowledge to “belgium”. These values can be altered, much in the same way as in the system described in [19]. On the right the concepts (dragged from the left) can be connected using concept relationships of different types. Here the solid arrows mean interest relationships and the dashed arrows are prerequisites. They indicate that one first needs to read about a “plain” beer (Stella) before going on to a more local, special beer (De Koninck), and that one needs to read about a
fairly common chocolate (Meurisse) before going to a real Belgian specialtybrand (Callebaut).

Fig. 1. AHA! authoring tool for concept hierarchy and concept relationships.

Whereas an interface like Figure 1 defines the application domain at an abstract level, and expresses some desired adaptation aspects, it does not define the desired behavior of the system in terms of the user model updates and the link and content adaptation. Indeed, as shown above, there are different ways to perform adaptation based on prerequisite relationships. In most adaptive educational platforms that “performance” is completely hard-coded. But in AHA! it is defined through a set of event-condition-action rules that define this behavior. This approach was taken to reflect the low-level functionality suggested by the AHAM model, and is described in Section 3.

The common behavior of adaptive educational systems is to first update the user model, taking into account the knowledge that will be gained by reading the requested page. In a second phase the page is generated, conditionally including fragments that depend on prerequisite or other concept relationships, and annotating or hiding links based on these relationships. It is important to note this order of actions. Intuitively one would expect a page to be presented based on the user model state prior to presenting the page. This makes perfect sense because if the user is missing some prerequisite knowledge that can be compensated for by inserting an explanation, the system must look at the user model state before generating the page in order to conclude that the prerequisite explanation must be inserted. However, if the page to be presented contains prerequisite knowledge for other pages to which the page also contains links, one wishes these links to be shown as “recommended”. Since there is no (easy) way to change the presentation of a page once it is shown to the user these links cannot first be shown as “not recom-
mended” and after some reading time changed to “recommended”. Hence it is necessary to show the links as “recommended” as soon as the user retrieves the page. It is clearly a limitation or drawback to first update the user model and then generate the presentation, but for the inclusion of prerequisite explanations it turns out not to be a big problem as the prerequisite explanation normally does not replace the full explanation. In other words, the page with the prerequisite explanation included should not generate enough knowledge about the missing prerequisite concept to make the prerequisite explanation not be included (or at least not the first time this page is accessed). It takes careful system design to ensure that the counterintuitive order (of first updating the user model and then generating the presentation) indeed produces the expected presentation. In Section 3 we show how this is done in AHA! using its event-condition-action rules.

2.4 Assessment

It is an illusion that an adaptive educational hypermedia system can accurately assess a learner’s knowledge by observing which pages the learner reads. The technique can be refined, by observing the reading time, by taking into account which fragments are included in the pages the learner reads, and perhaps even by performing eye-tracking to check which parts of a page the learner really reads. All these more or less intrusive ways of monitoring the learner fail to grasp what really goes on in the learner’s mind. Therefore many adaptive educational hypermedia applications resort to a different technique for measuring the learner’s knowledge: tests.

Multiple-choice tests are most popular because, although they are difficult to create, they are easy to evaluate. In theory a multiple-choice test can be implemented using “plain” adaptive educational hypermedia. A page can be shown that contains a question and several answers. Each answer is a link to another page that explains why the answer is right or wrong. Accessing these pages (by clicking on the answer) performs a user model update just like accessing “normal” pages. The difference is that when reading information pages knowledge can only increase whereas clicking on “answer” pages may cause the knowledge value to decrease. In AHA! [8] for instance every page access can cause knowledge increases as well as decreases.

Most systems (including AHA!) offer a separate module for (multiple-choice) tests. In the AHA!-based hypermedia course the learner is first guided to three introductory chapters. Each chapter ends with a multiple-choice test. Access to (unhiding of the links to) the advanced chapters is granted after completing the three multiple-choice tests, not after reading most or all the pages of these chapters. At the end of the course another test, containing 15 (randomly selected) questions, is included before access is granted to the final assignment. Initially the test contained a fixed sequence of 20 questions. But after having this course available for some time we discovered a drawback of the anytime (and perhaps anyhow) aspects of Web-based learning: more and
more students achieved a perfect score on the difficult final test. It turned out that the correct sequence of answers was being communicated among students. This taught us that in an on-line course the student assessment needs to use a different test for each student (or at least enough randomness that communicating the answers becomes difficult).

Multiple-choice tests can be very useful in initial tests, to determine the entry-level of the learner, and also to determine the level at different points in time. In a (Spanish) Linux course Romero [28] has used a modified AHA! application with initial and final multiple-choice tests. Log files from this course were used (with association rule mining) to find out potential problems in the course. If information pages and followup tests are not well matched this will show up in the test results. (If the test is too straightforward after reading the pages then virtually all the students will answer the questions correctly. If the test is too difficult, e.g. because the information needed to answer the questions cannot be found in the preceding information pages then many students will give incorrect answers. Likewise, if the information is there but either it is wrong or the answer indicated as the correct one is wrong, then many students will get a low score as well.)

2.5 Learning Objects and Learning Standards

Since adaptive educational hypermedia applications are centered around the notion of concept one may wonder whether the architecture compares to the use of learning objects, as used in different standards or standards initiatives, such as the LOM (Learning Objects Metadata) standard from IEEE Learning Technology Standards Committee (See http://ltsc.ieee.org/), or the SCORM (Shareable Courseware Object Reference Model) from the US Government Advanced Distributed Learning (ADL) Initiative, or IMS (Instructional Management System) from the Global Learning Consortium. A comprehensive page about such initiatives can be found at http://www.learnativity.com/ (under the heading “standards and learning objects”, accessed on July 1, 2003). The focus of these initiatives is on distribution and sharing. In order for teachers to construct courses from material gathered from different sources, a clear description is needed of what that material entails. Therefore, each piece of instructional material, called a “learning object” is tagged with a significant amount of metadata. Just like concepts, learning objects can be large or small, entire courses or lectures as well as a single illustration, application or applet, or a paragraph of text.

Although an author can build a course from learning objects that reside on different servers (they need not be copied to a single location in order to use them, and in the case of server applications they often even cannot be copied), it is difficult to use the learning objects and their metadata to perform adaptation.

We expect that sometime in the near future the worlds of adaptive educational applications and of distributed learning environments will come
together, but at the moment of this writing they are still too far apart to consider the use of these learning standards in adaptive educational systems.

3 AHA! The Adaptive Hypermedia Architecture

In 1994 we started offering a course on hypermedia at the Eindhoven University of Technology. This course went through several generations and is now available as http://wwwis.win.tue.nl/2L690/. In 1996 we started adding adaptive functionality to the course, hence AHA! was born. The first version was based on CGI-scripts written in C. The browsers used at that time lacked the ability to “play” with link colors through style sheets, a feature we currently use to create the good, neutral and bad link colors (which are blue, purple and black by default). Therefore, instead of simply “hiding” unrecommended links, the anchor (&lt;A&gt;) tags were removed, thus disabling the use of unrecommended links as well as hiding them. Conditional inclusion of fragments was done through C-preprocessor constructs (#if statements). See [13] for details.

In the next version [7] the C-preprocessor constructs were replaced by HTML comments. Link removal/disabling was still used as in the initial version. The user model in these early versions consists of one concept per page, with a binary value, indicating known or unknown.

3.1 AHA! Version 1.0

The first version of AHA! used outside the Eindhoven University of Technology is called version 1.0. This is the version used by Cini et. al. [14] to measure the “Presentation Adaptivity Degree” in adaptive applications, and by Romero et. al. [28] to perform association rule mining to help authors of adaptive courses spot anomalies in their courses. AHA! 1.0 supported the main features described in Section 2 as necessary in adaptive educational applications. The main features of AHA! 1.0 are:

- The user model in AHA! 1.0 consists of one concept for every page, and possibly many more abstract concepts, not associated with a page. For every concept the learner’s knowledge is stored as a percentage (an integer value between 0 and 100). This allows more values than needed for pages, but is mostly useful for keeping track of the user’s knowledge about larger concepts (like whole sections or chapters of a course).
- For every concept there is a rule that defines how a change in the knowledge of the concept influences the knowledge of other concepts. As an example, when the rule for a concept A contains:

  B:+40  C:30  D:-50
it means that when the knowledge of A is increased by X the knowledge of B will be increased by 40% of X, the knowledge of C will be set to 30 and the knowledge of D will be decreased by 50% of X. Increases or decreases however can never make a value lower than 0 or higher than 100. The change X to the knowledge value of A can be positive or negative.

- For every page there is also a requirement that defines the prerequisites. This requirement may look like:

  \[ E > 50 \text{ and } F < 30 \]

meaning that this page is “recommended” when the knowledge of concept E exceeds 50 and the knowledge of F is lower than 30. It is thus possible to express prerequisite relationships as well as inhibitors. When the learner visits a page the knowledge of that page becomes 100 if the page was recommended. If the page was not recommended the knowledge becomes 35 or the previous value, whichever is higher. AHA! thus expresses that reading a page generates partial or full knowledge of that page depending on the satisfaction of prerequisites.

- Because (like in the “beer” example of Figure 1) knowledge often needs to be propagated to a high-level concept the knowledge update rules may trigger each other. The rule for stella would read:

  beer: +50

and the rule for beer would read

  belgium: +50

When reading about “stella” (for the first time) the knowledge of stella jumps from 0 to 100. This causes the knowledge of beer to be incremented by 50 (50% of 100) and that of belgium by 25% (50% of 50). Through these rules one can easily describe the knowledge propagation through a concept hierarchy. One should keep in mind that because of the use of integer values there may be rounding (truncation) errors, causing the knowledge value of a high-level concept to not reach 100 when one would expect it to. (In \cite{[31]} an example is given to illustrate that the user model updates can depend on the execution order of the rules, because of the truncation in integer arithmetic.)

- An inherent danger of rule propagation is the occurrence of infinite loops. Indeed, rules can interact with each other, generating an infinite sequence of knowledge value updates that go up and down. In order to prevent such loops AHA! 1.0 only performs propagation on monotonic relative updates (the ones with a + sign in the rules). Should there still be a loop in the rules, the effect can only be that several knowledge values are repeatedly updated in the same direction (all increased or all decreased). Such a loop must end when all values become 100 or 0. Because there are only a finite number of concepts and only a finite (101) number of possible values for each concept the loop must end after a finite number of steps.
AHA! uses the (cascading) style sheet mechanism to tell the browser how to display links. AHA! tells the browser not to underline links, so that black link text is indistinguishable from plain text (without a link anchor). The default link adaptation mechanism in AHA! is that of link hiding: recommended links are blue (unvisited) or purple (visited) and unrecommended links are black. The user can change this color scheme, making the unrecommended links more visible. According to Brusilovsky’s taxonomy [10] AHA! then supports link annotation.

A special “if” tag is used in pages to indicate conditionally included fragments. The conditions for fragment inclusion are the same as for page recommendation, and can therefore express prerequisites as well as inhibitors.

AHA! contains some special features, like a module for generating and evaluating multiple-choice tests, an optional page header including the number of pages read or still to be read, links to a list of read pages and a list of unread pages, and an invisible Java applet that makes the server record the reading time for each page.

Modeling the knowledge structure of an educational application is easy in AHA!. Adaptation based on prerequisite relationships is also fairly straightforward.

### 3.2 AHA! version 2.0: More Adaptation Flexibility

In AHA! 1.0 for every user model concept there is a single integer value between 0 and 100. In the previous section we have implicitly assumed that a concept means a concept from the application domain and that the value means the (system’s idea of the) user’s knowledge about that concept. However, there is nothing in the AHA! system to support that assumption. It is all in the eyes of the beholder.

Concepts in AHA! are just variables that can be manipulated through rules that are triggered by page accesses. This can be convenient to add adaptation to parts of the information presentation that are not related to knowledge. AHA! does not enforce a specific presentation style or look and feel and is in that respect very different from most other adaptive educational systems. We have created an adaptive course with HTML frames, using a “left” frame to show navigation support in the form of a Windows-Explorer-like hierarchical menu, and a “right” frame to show the information pages. We have used adaptation to make submenus open and close automatically depending on the location of the “current” page in the concept hierarchy. When following a cross-reference link the learner jumps to a completely different position in the concept hierarchy. The Explorer-like navigation aid would follow this jump and show the context of the new page.

AHA! 2.0 [6] makes it a lot easier to create ad-hoc adaptive behavior. Concepts can have arbitrarily many (named) attributes with Boolean, integer or string values. Typical attributes are:
• **access**: This is a Boolean attribute with a system-defined meaning. When a page is accessed, the access attribute of the concept(s) associated with this page becomes true. This triggers the execution of a set of event-condition-action rules associated with the attribute. A typical rule for the access attribute would be to increment the knowledge of the concept with an amount that depends on the suitability of the concept. The access attribute is volatile: its value is not stored in the user model.

• **knowledge**: This attribute represents the user’s knowledge about the concept. There are typically some rules associated with this attribute, to “propagate” knowledge to higher-level concepts. This is similar to the way the updates worked in AHA! 1.0. Changes to attribute values (like knowledge) trigger the rules associated with these attributes (of the changed concepts). This “propagation” can be turned on or off for each rule.

• **interest**: This attribute represents the user’s interest in the concept. It may depend for instance on the user’s task or goal. AHA! can use the attribute value to guide the link annotation or hiding, in order to provide the user with links to pages that correspond to his/her interest.

• **suitability**: This attribute can be used to remember whether the concept is suitable for the user. This can, e.g. mean that the user has all the required prerequisite knowledge. Using the suitability attribute expressions for the conditional inclusion of fragments can also be simplified.

• **visited**: This attribute remembers whether the user visited this concept (usually a page). It is used by AHA! to choose between the good and neutral link colors, which are blue and purple by default, to mimic the standard browser behavior.

Using the above mentioned attributes and carefully chosen event-condition-action rules the user modeling and adaptation possibilities in AHA! are very powerful. As an example, it is easy to increment a knowledge value by a small amount each time a page is visited. The conditional inclusion of fragment containing a prerequisite explanation can be done based on that small amount. If knowledge is initially 0 and incremented by 10 on each visit, a fragment with expression “knowledge< 20” will be shown the first time, and hidden from the second visit on. On the first visit the knowledge value goes from 0 to 10 before the page generated. The conditional inclusion of fragments thus uses the updated user model values. On the second visit the knowledge value becomes 20, and the fragment is no longer included. The knowledge value can be updated through different pages as well, so a prerequisite explanation can be shown on the first out of a set of many pages on a certain concept, etc.

An Concept Editor (Java applet based) hides the underlying XML syntax of the event-condition-action rules from the author. Two examples of rules (in an arbitrary syntax not used by AHA!) are given below.

E: stella.access
C: stella.suitability> 50
A: stella.knowledge:= 100
This rule is triggered when the access attribute of stella changes, which is the case when the page about stella is accessed. The rule is executed when the suitability of stella is high enough, and the action is to set the knowledge attribute to 100. A second rule could then be:

\[ E: \text{stella.knowledge} \]
\[ C: \text{beer.knowledge} < 100 \]
\[ A: \text{beer.knowledge}^+ = 0.5 \times \text{stella.knowledge} \]

This rule is triggered by a knowledge change of stella and adds 50% of that change to the knowledge of beer if that knowledge is still less than 100. (The underscore _ is used to indicate that the change of the attribute value is used instead of the value itself.) It is easy to say that the following rule then performs the 25% increase in knowledge about Belgium, as described earlier:

\[ E: \text{beer.knowledge} \]
\[ C: \text{belgium.knowledge} < 100 \]
\[ A: \text{belgium.knowledge}^+ = 0.5 \times \text{beer.knowledge} \]

### 3.3 Beyond AHA! 2.0: Better Authoring Support

The user modeling and adaptation flexibility of AHA! 2.0 comes at the price: the complexity of authoring. AHA! does not know how to deal with prerequisite relationships. These have to be encoded using attributes and event-condition-action rules. AHA! also does not know about learning styles. They too have to be translated to rules.

Figure 1 shows a first attempt to enable higher-level authoring in AHA!. The available types of concept relationships are defined by a system designer, as well as their translation to the AHA! event-condition-action rules. The author simply chooses concept relationship types from a list.

The conditional inclusion of fragments is also being changed in AHA!. In version 2.0 the fragments are parts of the (xhtml) pages, whereas in the upcoming version they will be separate objects. This has the advantage that a fragment that may appear on different pages can be stored just once.

What AHA! continues to lack is support for yet higher-level aspects such as task support and adaptation to learning styles. In the next section we present some new research into adaptive educational hypermedia authoring, and the support for tasks, styles and goals.

### 4 New adaptive hypermedia authoring techniques and implementations

The potential benefits of adaptive educational hypermedia for educational applications should be clear from the previous sections. However, surprisingly, we do not find adaptive hypermedia so wide-spread and widely accepted as we would expect. To find an explanation for this fact, we start by looking
at the weak points in present adaptive hypermedia systems (AHS): the difficulties in authoring and the lack of support for partial learning, i.e. learning just one subject of a course, or searching for the information needed for one specific task. We proceed by searching for methods for solving the authoring problems and for task-based searching. Sections 4.1 and 4.2 describe ongoing research in task support, considering both the learner’s tasks and the authoring tasks. Section 4.3 describes an extension of the AHAM model, considering high-level adaptation to goals and constraints as well as low level ad-hoc adaptation. Section 4.4 shows how these ideas are being experimented with in an experimental authoring tool.

4.1 Authoring Support Framework for Adaptive (Knowledge-based) Courseware

In the previous sections we have seen examples of AH authoring activities as they are performed within the AHA! system. As concluded above different AHS share common modules with respect to defining domain, adaptation, user and task models. Subsequently, the authoring activities for instantiating these models within various AHS systems also share common functionality. AIMS is an example of an intelligent courseware tool that follows an instructional model (analogous to the adaptation model in AHA!) over a concept domain definition and overlayed user and task models. This way it provides support for instructors to build on-line courses as well as for learners to identify information necessary for performing course tasks (e.g. course assignments) [2]. The system can be used standalone (for example, as an extension to a traditional or on-line distance course) or integrated in a larger electronic learning/training/work environment that allows the users to perform open learning tasks in a specific subject domain. In both cases it provides the user with immediate, on-line access to a broad range of structured information and with domain-related help in the context of work, thus supporting more efficient task performance. In figure 2 the student task-oriented search and browsing environment is presented, which employs the above approach.

To insure this we employ the AHS approach for User and Domain Models and introduce the Resource Model for knowledge classification and indexing based on conceptualization of the course material and subject domain. The Instructional Model here provides the main set of rules in order to link the above models and produce the desired instructional result. In the line of recent advances in the research related to Semantic Web and ontologies [4] AIMS focuses on using ontologies for defining rules and structures for the subject domain, user model construction, course structure building and resource managements. The goal here is twofold. On one hand, an ontology offers means to define vocabulary, structure and constraints for expressing metadata about learning resources. It also offers formal semantics for the primitives defined in the ontological structures and thus, more efficient reasoning useful for the support of both the learning and the authoring processes. On the other hand
ontologies offer a solution for shareable and reusable knowledge bases among different courses and authors (instructors), which is imperative in educational environments. By reaching these goals we provide a basis for more efficient task-oriented information retrieval and adaptation to the learner status [3], as well as methods to fill the deep conceptual gap between authoring systems and the authors.

As we have seen in AHA! as well as in AIMS, building instructional structures, adaptive navigation and content presentation appears to be an extremely difficult and time-consuming task. The successful implementation of the suggested approaches turns out to depend crucially on the ontological engineering for providing means for sharing and reusing instructional knowledge. Thus, the key focus here becomes the authoring process and the formalization of the knowledge about it which can be employed within an intelligent authoring tool. In this context we explore the construction of and the interoperability between the various ontological structures for domain and instructional modeling and the modeling of the entire authoring process. In this we decompose the authoring process in (1) a set of generic atomic tasks underlying (2) higher-level authoring activities related to the subject domain ontology, dynamic course structure, and resource management metadata. This is the first step towards building a meta ontology of courseware authoring functional concepts (generic authoring tasks), in the same sense as introduced by [22]. The
intention is to use it as a basis for defining a corresponding set of tools to support the main phases of ontology engineering for courseware authoring.

Fig. 3. AIMS authoring environment.

4.2 Authoring Task Ontology
The Authoring Task Ontology (ATO) is based on the notion of “task ontology” defined by Mizoguchi et al. [27]. It provides operational semantics to the authoring process by specifying, in a domain independent way, all authoring activities, sub-activities, goals and stages based on a common system of vocabulary. This way ATO enables the authoring tools to guide, support, navigate and check the consistency and completeness of the authoring activities at all levels of complexity. In the construction of ATO we consider specification of top-level authoring activities, low-level authoring functions, decomposition of the authoring process into a sequence of phases and decomposition of the authoring process in main activity modules (related to the educational system components). The authoring activities are independent of the system’s domain, the educational strategy and the educational goal. The authoring task ontology describes the relations among the authoring tasks and the roles of domain objects, which they play in a particular task [5]. Each authoring task is defined by: (1) a sequence of activities with their activity type, constraints and input/output resources, with their resource type and constraints; (2) a goal; (3) requirements; (4) constraints, which can be flexible or hard constraints. Following this we define a set of:
• generic nouns reflecting the roles of the objects in the authoring process (e.g. CONCEPT, LEARNING ACTIVITY, STRUCTURE, RESOURCE, COURSE, LESSON, DOMAIN, AUTHOR, STUDENT, TEXT, RELATIONSHIP, GOAL, CONSTRAINTS, etc.).
• generic verbs representing authoring activities over the objects and applied in a combination or sequence of activities with specific objects or concepts and their modifications. (e.g. MODIFY, EDIT, ASSIGN RETURN, UPDATE, SELECT, CHECK, etc.).
• generic adjectives representing the modifications of the objects and applied for modification and identification of these objects’ attributes (e.g. SHARED, FINISHED, REQUIRED, IDLE, IN-USE, UPDATED, etc.).
• other authoring task specific concepts (e.g. CONCEPT PREREQUISITE, LESSON CONSTRAINT, CONSTRAINT SATISFACTION, STATE, ATTRIBUTE, PREDICATE, KNOWLEDGE, etc.).

The primitive functions are defined on objects (e.g. concepts, documents, course topics and tasks, etc.) within a specific structure such as course structure, goal hierarchy, teaching action sequence, etc. They express a simple functional formalism, where the object changes the structure, or the structure is manipulated. Examples of atomic authoring functions include:

CREATE (Structure), CREATE (Object, Structure), ADD (Object, Structure), DELETE (Object, Structure), VIEW (Objects), EDIT (Object, Structure), LIST (Objects, Structure), UPDATE (Object, Structure),

where Object ∈ DomainConcepts, CourseTopics, CourseTasks, Resources and Structure ∈ DomainModel, CourseModel, ResourceBase.

The hierarchy of higher-level tasks represents conceptual categories of relationships (interdependence) between primitive functions. These present certain aggregation criteria (including causal and other relations among components) that are used for grouping primitive functional concepts into higher-level authoring functions (classes). This way we can construct/identify functional groups of authoring tasks. The higher-level functions represent a role of one base function for another base-function. They are concerned not with the actual change in the objects, but with their actual function in the process of authoring. Examples of links realizing it include: ‘is-a-prerequisite-for’, ‘is-assigned-to’, ‘is-achieved-by’, ‘follows-from’, ‘is-preceded-by’, ‘requires’, ‘is-followed-by’, ‘if-<goal>-then-<action>’. (Note that the authoring tool shown in Figure 1 already provides a means for creating such relationships in the limited context of the AHA! system.) Examples of some higher-level authoring tasks include: DeleteLinks, DeletePath, DeleteAll, LinkDocTask, LinkDocConcept, CopyCourse, CompareObjectsStructure, ExistObjectStructure. All the authoring tasks are grouped in relation to domain model, user model resource management and instructional-task model construction, in order to build a hierarchical organization of concepts linked by the ontological link types ‘is-a’, ‘part-of’ and ‘attribute’. With the above description we have
formed a functional basis for the authoring support in adaptive educational systems and have illustrated some of the benefits of an ontology-based approach for an authoring framework. In the next section we will present extension of the AHAM reference model in order to achieve author-friendly primitives in terms of which the author can easily describe the goals and constraints of their instruction.

4.3 The LAOS authoring model

LAOS [17] is a general model for adaptive hypermedia authoring, that tries to respond to the problems listed above. It is built to express this multitude of alternatives in an easy-to-edit manner, allowing collaborative (many authors working together on an adaptive hypermedia design task) or incremental authoring (same author working at different moments in time on the same adaptive hypermedia design task, e.g., after having some first students’ feedback; or introducing new requirements form the head office, etc.). LAOS also allows automatic authoring techniques. It is based on the AHAM model [31], which in turn extends the Dexter reference model [20] for the specific field of adaptive hypermedia.

The first difference between LAOS and AHAM is that LAOS has an extra layer: the Goals and Constraints Model. AHAM is best suited for applications in which the user needs to explore the whole information space. Specifying goals enables the system to give a more focused presentation. Through constraints the search space can be reduced. Figure 4 shows LAOS as an extension of AHAM [31]. It consists of five layers: Domain Model; Goal and Constraints Model; User Model; Adaptation Model; Presentation Model.

The other difference between AHAM and LAOS is contained in the granularity and exact composition of elements in the top layers, as well as in the introduced operators. These are a result of the aim of adding automatic authoring techniques, which imply the authoring result to contain the necessary information for the system to process in an expressive manner, in other words, to be based on a good ontology. Therefore we looked for a better expression for both the static and the dynamic components of the AHS. In other words, we considered where the best place (in which layer) would be to store certain information and how. For example, concept relations should be in the domain layer, as in previous adaptive hypermedia systems, just as long as they express a real conceptual link between two or more concepts (content-driven relations). However, relations like the prerequisite relationship type described previously are related to the pedagogical intentions of the author (teacher) and not to the actual content of the concept. Therefore, such a relation should be in a different layer (in LAOS, on the goal and constraints layer).

Another example of separation of concerns is the presentation. AHAM and AHAM as well mix presentation related issues, such as link colors, for instance, with concept content related issues, such as concept relations. The presentation-related issues are very often client dependent, and should be
kept separately, so they can be dealt with directly. Therefore the need of the presentation layer (model). More details on the full LAOS model can be found in [17].

![LAOS: the five layer authoring model of adaptive hypermedia.](image)

The authoring steps of adaptive hypermedia with the LAOS model are presented in [17], where also a more detailed description about the components and functionality of each layer and the respective operators that implement this functionality can be found.

An important feature of LAOS is that it is developed to work with a new adaptation model, LAG [15], that allows views over the different levels of adaptation, responding to the problem of authoring complexity from the capital adaptive hypermedia feature: the adaptation feature.

4.4 MOT: My Online Teacher

LAOS and LAG are more general models, that are applicable for general adaptive hypermedia analysis and authoring. MOT [16] however was designed specifically for distance learning. Its predecessor is MyET (My English Teacher) [18] developed at the University of Electro-Communications, Tokyo, Japan. MOT is gradually implementing the ideas and definitions introduced by LAOS and LAG.
MOT ("My Online Teacher") is a hypermedia tool, developed and extended at the Eindhoven University of Technology, that can be used for authoring adaptive hypermedia courses. With this tool, the subject-matter of the course to be designed can be modeled by means of concept maps (Fig. 5). Based on these concept maps lessons can be constructed. Concept maps and lessons form the two levels of pre-adaptive content, and they are stored in a database. This structure lays the basis for various types of adaptation, as it uses both the expressivity of metadata annotation and the flexibility of the database structure (on which different queries can be performed). MOT is being extended so it can interface with AHA!. This will then allow us to implement LAOS and LAG flexibility in the AHA! system.

MOT can demonstrate the ideas of separating domain model and goal and constraints model, as well as some of the ideas on automatic authoring (specifically, automatic generation of links within the concept domain model and automatic generation of an instance of the goal and constraints model from an instance of the domain model).

![Concepts and their attributes: My Online Teacher](image)

**Fig. 5.** MOT: My Online Teacher.
5 Concluding Remarks and Outlook into the Future

Adaptive educational hypermedia applications have the potential to give online course material a “personal touch”. Several successful applications and application frameworks exist, but mass employment of adaptive hypermedia in education is still lacking. We believe that authoring difficulties are the main problem that remains. We have shown new approaches to make authoring easier, and to allow adaptation to other aspects besides the system’s idea of the user’s knowledge of concepts.

A second issue that needs to be tackled in order to make adaptive educational hypermedia popular is the current “closed” nature of the applications that exist. Many infrastructures exist to integrate learning material from different sources into large information sources. Yet these infrastructures lack the ability to handle adaptive sources of learning material. The definition of standards in the area of adaptive educational hypermedia, in collaboration with the ongoing learning technology standards developments, is needed to enable the exchange of course material and user model information between adaptive applications.
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